Removal of design problems through refactorings: are we looking at the right symptoms?
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Abstract—A design problem is the result of design decisions that negatively impact quality attributes. For example, a stakeholder introduces a design problem when he decides to address multiple unrelated responsibilities in a single class, impacting the modifiability and reusability of the system. Given their negative consequences, design problems should be identified and refactored. The literature still lacks evidence on which symptoms’ characteristics can be used as strong indicators of design problems. For example, it is unknown if the density and diversity of certain symptoms (e.g., violations of object-oriented principles) are correlated with the occurrence of design problems. Thus, in this paper, we report a case study involving two C# systems. We evaluated the impact of refactoring, focused on removing design problems, on the density and diversity of symptoms. Results indicate that refactored classes usually present higher density and diversity of symptoms. However, the density and diversity of some symptoms, such as the violation of object-oriented principles, were not predominantly higher in refactored classes. Moreover, contrary to our expectations, refactorings caused almost no positive impact on the density and diversity of symptoms.

Index Terms—design problem; design smell; technical debt; refactoring; code smell

I. INTRODUCTION

A software system must provide value through its functionalities and should satisfy a set of quality attributes, such as maintainability, reliability, and efficiency [1], [2]. Neglecting quality attributes can lead to the introduction of design problems [3]–[5]. A design problem is the result of stakeholders’ decisions that negatively impact the quality attributes [3]–[5]. The degradation of quality attributes, in the form of design problems, causes negative consequences such as massive refactoring, or even the software discontinuation [6]. Hence, developers have to identify and remove them as early as possible.

The identification of design problems is far from trivial [7]–[11]. It usually occurs based on the localization of symptoms such as code smells [12], [13] and violation of object-oriented principles [14]. In fact, developers tend to combine multiple symptoms to identify design problems in practice [7], [15]–[17], in which they use the density and diversity of symptoms during the identification [7], [18]. Density indicates the number of symptom instances affecting a code element (e.g., class), and diversity indicates how many different types of symptoms a code element contains.

Even though previous studies found that developers rely on and combine multiple symptoms [7], [19], they did not investigate to what extent these multiple symptoms manifest in elements affected by design problems. For instance, some type of symptom may appear homogeneously in all classes, whether they are affected by design problems or not. Therefore, these studies may be misleading other studies that want to investigate how to support developers in identifying design problems.

To address this matter, we investigated 1,468 classes from two C# systems. First, we identified the classes with design problems, in which we searched for refactoring tasks that were aimed at removing design problems. Second, we collected different symptoms in the refactored classes. Third, we analyzed whether refactored classes presented more or less symptoms and symptom types when compared to other classes in the system. Finally, we evaluated the impact of refactoring tasks on the density and diversity of symptoms. Our results indicate that code smells and internal attributes, such as coupling and complexity, can be strong indicators of design problems. However, the density and diversity of some symptoms, such as the violation of object-oriented principles, were not predominantly higher in refactored classes. In addition, unexpectedly, refactorings caused almost no positive impact on the density and diversity of symptoms.

II. BACKGROUND

Design problems negatively impact quality attributes [3]–[5], [20], [21]. For example, a design problem related to reusability may cause consequences such as code duplication and rework. According to the ISO/IEC 25010 standard [22], there are eight main quality attributes that should be analyzed when evaluating software quality. They should be addressed to systems meet the stakeholders’ expectations. In this study, we restricted our analyses to quality attributes that appeared consistently in our target systems during the refactoring tasks. They are Efficiency, Compatibility, Reliability, and Maintain-
Identifying a design problem in a system is difficult, especially when the source code is the only available artifact. Given the typical lack of documentation [23], developers have to rely on certain indicators in the program, the so-called symptoms [19], to identify and remove design problems. In this study, we used three symptoms that developers have been using frequently in the practice. Code smell is the first symptom, which is a surface indicator of possible design problem [12]. An example of code smell type is the God Class, which indicates classes that are long and excessively complex.

The second symptom that we used is the violation of object-oriented principles [14]. Principle violation indicates the violation of object-oriented design characteristics, such as abstraction, encapsulation, modularity, and hierarchy. An example of object-oriented principle is the Single Responsibility Principle, which determines that each class should have a single responsibility in the system [14]. Internal attributes’ violation is the third symptom, which indicates a violation of characteristics that are considered fundamental for software design, such as coupling, cohesion, and complexity. In this study, we opted for using coupling and complexity as internal attributes. Coupling indicates the number of classes that a single class uses [24], and cyclomatic complexity (complexity for short) measures the structural complexity of the code [25]. We opted for not collecting cohesion because how to appropriate measure it is still challenging.

Refactoring is a popular technique to remove design problems from a system. Refactoring consists in transforming the source code structure without changing its functional behaviour [12], [26]. We consider that refactoring is any sequence of source code changes to improve quality attributes. For instance, to remove a design problem that impacts the reusability usually requires refactorings that improve abstractions based on object-oriented principles such as the Dependency Inversion Principle and the Single Responsibility Principle [14].

III. STUDY DESIGN

Goal and Research Questions. Several studies (e.g., [27]–[29]) have proposed and evaluated techniques for the identification of design problems. Nevertheless, in practice, most of them are not applied by developers. One of the issues of existing techniques is the high amount of false positives, which leads developers to have little confidence in the presented symptoms. Another problem is that most techniques are based on a single type of symptom. Nevertheless, according to the literature, developers may combine multiple and diverse symptoms for confirming the existence of a design problem. However, unlike what was observed in the study of Sousa et al. [7], existing techniques only combine symptoms of the same type (e.g., code smells). In addition, their efficiency for revealing classes impacted by design problems has not been exhaustively validated. Finally, there is little evidence on the impact of refactoring on design problem symptoms. Thus, in this paper, we aim at evaluating the relation of design problems with the occurrence of multiple and diverse symptoms. To achieve our goal, we defined two research questions:

**RQ1. Are the density and diversity of symptoms in refactored classes different from the density and diversity in other classes?**

With RQ1, we aim at understanding if the design problem symptoms are denser and more diverse in refactored classes when compared to other classes. As developers usually refactor the classes in which they perceive the presence of design problems, we need to know if such classes, before being refactored, present higher density and diversity of symptoms than most regular classes. Answering this question will be helpful for evaluating whether combining multiple and diverse symptoms is indeed an effective strategy for identifying and confirming the existence of design problems.

**RQ2. What is the impact of refactoring on symptoms of design problems?**

With RQ2, we want to observe if removing design problems, through refactoring, impacts the density and diversity of symptoms. This question will help us to understand if symptoms disappear or decrease after developers try to remove design problems. Based on the answer to this question, it will be possible to improve existing detection techniques by focusing on the (types of) symptoms that often decrease or disappear after refactoring a design problem.

To answer our research questions, we conducted a case study involving two C# systems. We collected and analyzed refactoring tasks that were exclusively intended to remove design problems. Based on manual analyses, we categorized the tasks according to quality attributes that should be improved by removing the design problem. After that, we collected multiple types of design problem symptoms and conducted our data analysis. Below we provide details about the target systems and about our procedures for data collection and analysis.

Target Systems. We selected two C# software systems for conducting our case study: OpenPOS and UniNFe. OpenPOS is a desktop system that provides sales features, such as sales registration and cashier closing. OpenPOS has 97 Kilo Lines of Code (KLOC) and 3,318 commits in the control version system. UniNFe is a background service that sends and receives Brazilian electronic invoices. UniNFe has 492 KLOC and 2,373 commits. These projects are suitable for this study because they present more than two years of source code history – which is registered in tasks and commits, and we have full access to their developers for questions and clarifications.

Data Collection and Analysis. We followed five main steps for data collection and analysis: (1) finding tasks aimed at removing design problems, (2) analyzing tasks for discarding
those that are unrelated to the removal of design problems, (3) classifying tasks according to the improved quality attribute, (4) collecting information about design problem symptoms, and (5) running data analysis. Next we present details about each step.

Task Search and Filtering. In the first and in the second steps, we selected the tasks of each target project that were intended to remove design problems. To achieve this goal, we asked two developers of each project to provide us with a list of tasks aimed at removing design problems through refactoring. After that, we conducted an automated search in the issue tracking system to complement the lists of tasks provided by stakeholders. Our automated search was based on a set of keywords that are often associated with design problems (e.g., structure, interface, and duplicate). The full list of keywords used in this search is presented in our replication package. We have defined those keywords based on the analysis of task descriptions from 50 open source projects. These keywords often occur in the description of tasks that aim at removing design problems. After the automated search with the keywords, we analyzed the resulting list of tasks and discarded those unrelated to the removal of design problems.

Classifying Tasks According to Quality Attributes. In the third step, we analyzed and classified each design problem removal task according to the improved quality attribute. For this classification, we considered the intention of stakeholders as manifested in each task description. After identifying the quality attribute the task was intended to improve, we checked whether there was any obvious discrepancy between the task description and the actual changes made. In such cases, the tasks were not included in our analysis. Based on these procedures, we selected a total of 33 refactoring tasks.

Collecting Information about Design Problem Symptoms. We collected three types of design problem symptoms, which are: code smells, principle violations, and internal attributes. As explained in Section II, we selected coupling and complexity as representatives of internal attributes. Such symptoms were collected for all classes in the systems, before and after each refactoring task. For collecting those symptoms, we used two tools: the Visual Studio Community 2017 [30] and the Designite tool [31]. Detailed descriptions, sub-types, detection strategies, and thresholds for all types of symptoms are available in our replication package. We did not collect the symptoms in isolation for each refactoring task. Instead, we collected the symptoms in the last stable revision of the system before the refactorings and in the first stable revision after the refactorings. We are aware that this approach causes refactoring changes to blend with changes from other tasks. Nevertheless, we have chosen this approach intentionally, since the changes performed in our target systems are not committed to the repository individually. Their developers usually make changes to the repository available only after performing multiple tasks.

Running Data Analysis. After collecting data about tasks, source code changes and symptoms, we conducted data analysis for answering our research questions. For answering RQ1, we classified the classes of each analyzed version into two groups: refactored classes and other classes (or simply, others). The former group contains all classes that were refactored for removing one or more design problems. The latter contains all other classes in the system.

For both groups, we calculated the mean density of symptoms. For code smells and principle violations, the density was considered as the number of individual instances of symptoms occurring in a class. For coupling and complexity, since they are individual numeric values, we considered the density as the value itself. Thus, the higher the value of coupling or complexity, higher will be the density of such symptoms. We compared the density of both groups by computing the mean number of individual instances for code smells and principle violations, and the mean values for coupling and complexity. Based on this information, we checked whether there was a significant difference in the means presented by both groups. To compare the diversity between the two groups, we considered only code smells and principle violations. We considered a set of 11 sub-types of code smells and 18 sub-types of principle violations, which are the ones detected by the Designite tool. We compared the diversity of symptoms by calculating the mean number of different sub-types of symptoms per class in each group. Diversity analysis was not performed for coupling and cohesion because they are only represented by numeric values, instead of symptom instances.

Finally, for answering RQ2, we collected and compared the same data used for answering RQ1. The difference here is that we compared the density and diversity of classes before and after the execution of refactoring tasks. Thus, for this question we only considered classes that were changed by refactoring tasks. For both research questions, we applied statistical tests using the R Project tool [32].

IV. RESULTS

A. No Difference in the Symptoms of Refactored Classes?

Since principle violations are strongly linked with software design quality, we expected this type of symptom to present significant differences in refactored classes. However, contrary to our expectations, principle violation was the type of symptom for which the difference was smaller in both systems. Table I shows the mean density of symptoms in the classes of both groups (refactored and others). Each line shows, for a symptom type, the mean density of symptoms in refactored and in other classes. This information is provided for each system (columns two to five) before and after refactorings. For the OpenPOS system, the mean number of principle violations for refactored classes is 0.80 while for other classes is 0.75. The difference is a little bit higher in the UniNfe system, being 2.23 for refactored classes and 1.13 for other classes, which may be still considered a small difference. This was not expected because our anecdotal knowledge suggests that classes with design problems tend to have more design-related symptoms than other classes.

For code smells, coupling, and complexity, we observed a notable difference when comparing refactored classes with
TABLE I
MEAN DENSITY OF SYMPTOMS IN REFACTORED CLASSES AND IN OTHERS

<table>
<thead>
<tr>
<th>Symptom Type</th>
<th>Mean Density</th>
<th>OpenPOS</th>
<th>UniNFe</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Refactored</td>
<td>Others</td>
<td>Refactored</td>
</tr>
<tr>
<td>Principle Violations</td>
<td>0.80</td>
<td>0.75</td>
<td>2.23</td>
</tr>
<tr>
<td>Code Smells</td>
<td>35.84</td>
<td>4.10</td>
<td>41.64</td>
</tr>
<tr>
<td>Coupling</td>
<td>46.54</td>
<td>18.62</td>
<td>37.91</td>
</tr>
<tr>
<td>Complexity</td>
<td>46.39</td>
<td>13.60</td>
<td>125.74</td>
</tr>
</tbody>
</table>

After Refactoring Tasks

<table>
<thead>
<tr>
<th>Symptom Type</th>
<th>Mean Density</th>
<th>OpenPOS</th>
<th>UniNFe</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Refactored</td>
<td>Others</td>
<td>Refactored</td>
</tr>
<tr>
<td>Principle Violations</td>
<td>0.72</td>
<td>0.76</td>
<td>2.40</td>
</tr>
<tr>
<td>Code Smells</td>
<td>35.40</td>
<td>3.76</td>
<td>41.35</td>
</tr>
<tr>
<td>Coupling</td>
<td>49.05</td>
<td>17.60</td>
<td>39.07</td>
</tr>
<tr>
<td>Complexity</td>
<td>47.83</td>
<td>12.42</td>
<td>133.81</td>
</tr>
</tbody>
</table>

TABLE II
MEAN DIVERSITY OF SYMPTOMS IN REFACTORED CLASSES AND IN OTHERS

<table>
<thead>
<tr>
<th>Symptom Type</th>
<th>Mean Diversity</th>
<th>OpenPOS</th>
<th>UniNFe</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Refactored</td>
<td>Others</td>
<td>Refactored</td>
</tr>
<tr>
<td>Principle Violations</td>
<td>0.65</td>
<td>0.70</td>
<td>1.16</td>
</tr>
<tr>
<td>Code Smells</td>
<td>1.38</td>
<td>0.44</td>
<td>3.28</td>
</tr>
</tbody>
</table>

1.2. However, this does not mean that principle violations are useless for identifying design problems. Although density and diversity of principle violations are not determining factors for the existence of design problems, principle violations may be combined with other symptoms for filtering key-classes of the system that need improvements.

Therefore, based on our analyzes, we conclude that the density and diversity of symptoms in refactored classes are, indeed, different from the density and diversity of symptoms in other classes. However, principle violations, the type of symptom we thought would be the most relevant to design problems, did not show significant differences for both density and diversity of symptoms. Thus, for practitioners, the density and diversity of code smells may be considered a more reliable indicator of design problems. In addition, if considered together with other symptoms they tend to be even more relevant. For example, we observed that, besides presenting high density of code smells, some refactored classes also presented high values for coupling and complexity. Combining such symptoms may be helpful for finding design problems that tend to grow with the system evolution.

B. Does Refactoring Reduce Symptoms?

To answer our second research question, we compared the density and diversity of symptoms in refactored classes, before and after being refactored. For density, Table I shows the mean density of symptoms before and after the application of refactorings. It is possible to observe that refactorings caused little impact in all types of symptom. In some cases the mean value increased while in others it decreased after the refactorings. However, for none of them there was a significant difference. To confirm whether there is a significant difference between the two groups – before refactoring and after refactoring –, we applied the Mann-Whitney Wilcoxon test. This statistical test allowed us to check if there is a difference between the mean of number symptoms before refactoring and the mean number of symptoms after refactoring. A p-value higher than 0.05 indicates the null hypothesis can not be rejected. In this case, the null hypothesis is: “true location shift is equal to 0”. This statistical test revealed p-values of 0.5950 for Principle Violation, 0.6717 for Code Smells, 0.6043 for Coupling, and 0.7383 for complexity. Thus, it is possible to observe that the p-value was much higher than 0.05 for all symptom types, indicating that we can not reject the null hypothesis. Based on such result, we conclude that refactorings applied in the...
systems of this case study did not reduce the density of any of the four symptom types.

Regarding diversity, we carried out a similar analysis. As presented in Table II, we computed the mean number of different categories of code smells and of principle violations. In this case, again, the difference was marginal for both symptom types. The mean diversity for principle violations was reduced in both systems. Nevertheless, it is not possible to affirm diversity always reduces after refactorings because the difference was too small. With respect to code smells, we did not observe similar trends for both systems. In OpenPOS, there was a reduction in the diversity of code smells. On the other hand, in UniNFe, we observed increased diversity of code smells. Thus, for both types of symptom, we were unable to observe a clear relation between refactoring and diversity of symptoms. As we could not observe a significant and consistent reduction in the density or in the diversity of symptoms, the answer of our second research question RQ2 is that refactorings cause little to no impact in symptoms of design problems.

V. Threats to Validity

The first threat to validity is regarding our sample size. We are aware that analyzing data from two systems is not enough for finding generalizable results. We tried to mitigate this threat by selecting systems with different characteristics. Another threat is related to the method we used for finding the refactoring tasks. We may have missed tasks that were not remembered by the stakeholders or did not contain the searched keywords. To mitigate this threat, we asked for, at least, two developers of each system to provide a list of design problem removal tasks. All participating developers have knowledge about design problems and have worked in the systems since their inception.

Still related to the refactoring tasks, it is possible that a task description demonstrates the intention to remove a design problem but this does not occur in practice. We partially mitigate this threat checking whether there was any obvious discrepancy between the task description and the actual changes made. Moreover, we collected and analyzed multiple types of symptoms before and after refactorings.

There is another threat related to the tools used for detecting symptoms. Aspects such as precision and recall may have influenced the results of this study. We tried mitigate this threat by selecting a consolidated state-of-the-practice tool (Visual Studio) and the only tool we know that is capable of detecting principle violations in C# systems (Designite). Designite has been used successfully in other studies [31], [33].

Finally, there is a threat regarding reproducibility. Despite being open source, the maintenance of our target systems is controlled by a company. Therefore, we are not allowed to publish detailed information about the tasks and about the issue tracking system. In order to mitigate this threat, we created a replication package containing, among other information, the identification and the category of design problems removed by each task. In addition, the source code of both systems is fully available at the SourceForge repository.²,³

VI. RELATED WORK

Some studies investigated the use of symptoms for identifying design problems [13], [17], [28], [34]–[36]. Sousa’s et al. [7], for example, found that developers use multiple symptoms to diagnose design problems in practice. Unfortunately, they did not investigate whether refactored classes had more symptoms than other classes. Mamdouh and Mohammad [33] investigated if design problem symptoms are removed as the system evolves. They found that the density of symptoms undergo few changes throughout the systems evolution. We conducted a similar analysis in our research question RQ2. Nevertheless, our study was focused on refactored classes, while they analyzed all classes indistinctly.

The impact of refactoring in symptoms was also previously studied [37]–[39]. For example, Bavota et al. [37] investigated whether refactorings occur in classes with symptoms such as the code smells. They found that none of the investigated symptoms are strong indicators of refactoring. Unlike them, we found that symptoms such as code smells, cohesion and complexity are strong indicators of the need for refactoring. Similar to us, they also observed that smells are not usually removed by means of refactorings. However, we are the first to investigate the impact of refactorings on principle violations. Cedrim et al. [39] also investigated the impact of refactorings on code smells. Nevertheless, they did not verify whether density and diversity of symptoms in refactored classes are different from non-refactored classes.

VII. CONCLUSION

In this paper, we investigated whether design problem symptoms appear with higher density and diversity in classes refactored by developers. We also investigated if refactoring tasks have a positive impact on the density and diversity of symptoms. To achieve our goal, we conducted a case study involving two C# open source systems. Our results indicate that refactorings caused almost no positive impact on the density and diversity of any type of symptom. Nevertheless, we also observed that refactored classes have higher density of code smells, coupling and complexity, when compared to other classes in the systems. This result indicates that, despite not being removed by refactorings, some types of symptom may be indeed strong indicators of design problems. Based on our observations, as future works, we intend to (1) replicate this study with more systems and considering more symptom types, (2) conduct a qualitative evaluation to better understand our results, and (3) propose a semi-automated technique to help developers in avoiding design problems during software development.

²https://sourceforge.net/projects/opensobr/
³https://sourceforge.net/projects/uninf/